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METHODS, MEDIA, AND SYSTEMS FOR
DETECTING AN ANOMALOUS SEQUENCE
OF FUNCTION CALLS

CROSS REFERENCE TO RELATED
APPLICATIONS

This application is a continuation of U.S. patent applica-
tion Ser. No. 13/942,632, filed Jul. 15, 2013, which is a
continuation of U.S. patent application Ser. No. 13/397,670,
filed Feb. 15, 2012, which is a continuation of U.S. patent
application Ser. No. 12/447,946, filed Mar. 2, 2010, which is
the U.S. National Phase Application under 35 U.S.C. §371
of International Application No. PCT/US2007/083003, filed
Oct. 30, 2007, which claims the benefit of U.S. Provisional
Patent Application No. 60/855,704, filed Oct. 30, 2006 and
U.S. Provisional Patent Application No. 60/856,669, filed
Nov. 3, 2006, each of which is hereby incorporated by
reference herein in its entirety.

TECHNOLOGY AREA

The disclosed subject matter relates to methods, media,
and systems for detecting an anomalous sequence of func-
tion calls.

BACKGROUND

Applications may terminate due to any number of threats,
program errors, software faults, attacks, or any other suitable
software failure. Computer viruses, worms, trojans, hackers,
key recovery attacks, malicious executables, probes, etc. are
a constant menace to users of computers connected to public
computer networks (such as the Internet) and/or private
networks (such as corporate computer networks). In
response to these threats, many computers are protected by
antivirus software and firewalls. However, these preventa-
tive measures are not always adequate. For example, many
services must maintain a high availability when faced by
remote attacks, high-volume events (such as fast-spreading
worms like Slammer and Blaster), or simple application-
level denial of service (DoS) attacks.

Aside from these threats, applications generally contain
errors during operation, which typically result from pro-
grammer error. Regardless of whether an application is
attacked by one of the above-mentioned threats or contains
errors during operation, these software faults and failures
result in illegal memory access errors, division by zero
errors, buffer overflows attacks, etc. These errors cause an
application to terminate its execution or “crash.”

SUMMARY

Methods, media, and systems for detecting an anomalous
sequence of function calls are provided. In some embodi-
ments, methods for detecting an anomalous sequence of
function calls is provided. The methods including compress-
ing a sequence of function calls made by the execution of a
program using a compression model; and determining the
presence of an anomalous sequence of function calls in the
sequence of function calls based on the extent to which the
sequence of function calls is compressed. In some embodi-
ments, the methods further include executing at least one
known program; observing at least one sequence of function
calls made by the execution of the at least one known
program; assigning each type of function call in the at least
one sequence of function calls made by the at least one
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known program a unique identifier; and creating at least part
of'the compression model by recording at least one sequence
of'unique identifiers based on the unique identifiers assigned
to each type of function call and the observed at least one
sequence of function calls.

In some embodiments, computer-readable media contain-
ing computer-executable instructions that, when executed by
a processor, cause the processor to perform a method for
detecting an anomalous sequence of function calls are
provided. The methods including compressing a sequence of
function calls made by the execution of a program using a
compression model; and determining the presence of an
anomalous sequence of function calls in the sequence of
function calls based on the extent to which the sequence of
function calls is compressed. In some embodiments, the
methods further include executing at least one known pro-
gram; observing at least one sequence of function calls made
by the execution of the at least one known program; assign-
ing each type of function call in the at least one sequence of
function calls made by the at least one known program a
unique identifier; and creating at least part of the compres-
sion model by recording at least one sequence of unique
identifiers based on the unique identifiers assigned to each
type of function call and the observed at least one sequence
of function calls.

In some embodiments, systems for detecting an anoma-
lous sequence of function calls including a memory; and a
processor in communication with the memory are provided.
Wherein the processor compresses a sequence of function
calls made by the execution of a program using a compres-
sion model; and determines the presence of an anomalous
sequence of function calls in the sequence of function calls
based on the extent to which the sequence of function calls
is compressed. In the some embodiments, the processor
further executes at least one known program; observes at
least one sequence of function calls made by the execution
of the at least one known program; assigns each type of
function call in the at least one sequence of function calls
made by the at least one known program a unique identifier;
and creates at least part of the compression model by
recording at least one sequence of unique identifiers based
on the unique identifiers assigned to each type of function
call and the observed at least one sequence of function calls.

BRIEF DESCRIPTION OF THE DRAWINGS

FIG. 1 is a schematic diagram of an illustrative system
suitable for implementation of an application that monitors
other applications and protects these applications against
faults in accordance with some embodiments;

FIG. 2 is a detailed example of the server and one of the
workstations of FIG. 1 that may be used in accordance with
some embodiments;

FIG. 3 shows a simplified diagram illustrating repairing
faults in an application and updating the application in
accordance with some embodiments;

FIG. 4 shows a simplified diagram illustrating detecting
and repairing an application in response to a fault occurring
in accordance with some embodiments;

FIG. 5 shows an illustrative example of emulated code
integrated into the code of an existing application in accor-
dance with some embodiments;

FIG. 6 shows a simplified diagram illustrating detecting
and repairing an application using an application community
in accordance with some embodiments of the disclosed
subject matter;
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FIG. 7 shows an illustrative example of a table that may
be calculated by a member of the application community for
distributed bidding in accordance with some embodiments
of the disclosed subject matter; and

FIG. 8 shows a simplified diagram illustrating shows
identifying a function call as being anomalous in accordance
with some embodiments.

FIG. 9 shows a simplified illustration of methods for
generating a compression model and detecting an anomalous
sequence of function calls in accordance with some embodi-
ments.

DETAILED DESCRIPTION

Methods, media, and systems for detecting an anomalous
sequence of function calls and/or detecting anomalous pro-
gram executions are provided. In some embodiments, sys-
tems and methods are provided that model application level
computations and running programs, and that detect anoma-
lous executions by, for example, instrumenting, monitoring
and analyzing application-level program function calls and/
or arguments. Such an approach can be used to detect
anomalous program executions that may be indicative of a
malicious attack or program fault.

The anomaly detection algorithm being used may be, for
example, a probabilistic anomaly detection (PAD) algorithm
or a one class support vector machine (OCSVM), which are
described below, or any other suitable algorithm.

Anomaly detection may be applied to process execution
anomaly detection, file system access anomaly detection,
and/or network packet header anomaly detection. Moreover,
as described herein, according to various embodiments, an
anomaly detector may be applied to program execution state
information. For example, as explained in greater detail
below, an anomaly detector may model information on the
program stack to detect anomalous program behavior.

In various embodiments, using PAD to model program
stack information, such stack information may be extracted
using, for example, Selective Transactional EMulation
(STEM), which is described below and which permits the
selective execution of certain parts, or all, of a program
inside an instruction-level emulator, using the Valgrind
emulator, by modifying a program’s binary or source code
to include indicators of what functions calls are being made
(and any other suitable related information), or using any
other suitable technique. In this manner, it is possible to
determine dynamically (and transparently to the monitored
program) the necessary information such as stack frames,
function-call arguments, etc. For example, one or more of
the following may be extracted from the program stack
specific information: function name, the argument buffer
name it may reference, and other features associated with the
data sent to or returned from the called function (e.g., the
length in bytes of the data, or the memory location of the
data).

For example, as illustrated in FIG. 8, an anomaly detector
may be applied, for example, by extracting data pushed onto
the stack (e.g., by using an emulator or by modifying a
program), and creating a data record provided to the
anomaly detector for processing at 802. According to vari-
ous embodiments, in a first phase, an anomaly detector
models normal program execution stack behavior. In the
detection mode, after a model has been computed, the
anomaly detector can detect stacked function references as
anomalous at 806 by comparing those references to the
model based on the training data at 804.
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Once an anomaly is detected, according to various
embodiments, selective transactional emulation (STEM)
and error virtualization may be used to reverse (undo) the
effects of processing the malicious input (e.g., changes to
program variables or the file system) in order to allow the
program to recover execution in a graceful manner. In this
manner, the precise location of the failed (or attacked)
program at which an anomaly was found may be identified.
Also, the application of an anomaly detector to function calls
can enable rapid detection of malicious program executions,
such that it is possible to mitigate against such faults or
attacks (e.g., by using patch generation systems, or content
filtering signature generation systems). Moreover, given
precise identification of a vulnerable location, the perfor-
mance impact may be reduced by using STEM for parts or
all of a program’s execution.

As explained above, anomaly detection can involve the
use of detection models. These models can be used in
connection with automatic and unsupervised learning.

In some embodiments, such models can be created from
a training set of function calls and optionally at least some
of their arguments. For example, a model can include a
compressed series of function calls observed by execution of
a training set of known non-anomalous applications. Various
compression techniques can be used in various embodi-
ments. For example, in some embodiments, a compression
model can be used as a dictionary in a compression tech-
nique, such as Lempel-Ziv-Welch (LZW) compression.
More particularly, for example, if each function call is
assigned an identifier (e.g., a two digit number, a string, a
code, etc.), a sequence of function calls can appear as a
series of identifiers. Different series of identifiers in a
training set can then be used to form a library or table of
sequences which can be part of a compression model. A
determination can then be made as to whether a sequence of
function calls is anomalous based upon how well they can be
compressed using a compression model (e.g., a dictionary, a
library, a table of sequences) derived from the training set.
If a stream of function calls can be compressed well using
a model (e.g., created from known non-anomalous applica-
tions), then training and test sets have similar function calls
and the function calls can be considered non-anomalous.
However, if the test set cannot be compressed well, then the
test set may contain anomalous function calls. The determi-
nation of the extent to which test data needs to be com-
pressed in order to be found to be non-anomalous can be
performed using various techniques, such as, for example,
techniques based on empirical data and/or user and/or
administrator settings.

FIG. 9 illustrates a method for the creation of a compres-
sion model at 910. This can include executing, at 911, one
or more known non-anomalous programs and compressing,
at 912, sequence of observed function calls, to generate a
compression model 920. A test program can be executed, at
930, and a sequence of function calls resulting from the
program’s execution can be compressed, at 931, using
compression model 920, to generate a compressed sequence
of function calls 932. It can be determined, at 933, whether
the compressed sequence 932 is well compressed. This can
be based on, for example, the percent of function calls that
were not compressed, the length of various sequences of
uncompressed function calls, the distance between uncom-
pressed function calls, the density and/or distribution of
uncompressed function calls, and/or the number of unique
uncompressed sequences and/or unique uncompressed func-
tion calls. If the compressed sequence 932 is well com-
pressed, it can be considered non-anomalous, at 935. If it is
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not well compressed, it can be considered anomalous, at
934. If a program execution is considered anomalous, vari-
ous recovery actions can be performed, such as those
described herein. In some embodiments, programs executed
at 911 can be known anomalous programs and determina-
tions of a sequence 932 being well compressed can indicate
anomalous sequences. Some embodiments can create vari-
ous models 920, including models of both anomalous and
non-anomalous programs. In such embodiments, a com-
pressed sequence 931 can be compared to various models.

In some embodiments, execution, at 930, can include
execution of all or part of a program and can be performed,
for example, natively or in an emulator. If an anomalous
sequence is detected, at 933, one or more of the function
calls and/or the order of the function calls can be altered to
make the sequence of function calls non-anomalous, execu-
tion 930 can be rolled back, and/or execution 930 can be
terminated. In various embodiments, a compressed sequence
932 may not be formed and/or stored in memory. Instead
compression 931 can feed directly into the determination, at
933, of how well (or not well) a test program is compressed.
The determination, at 933, can take place, for example,
continuously during execution, at 930, at intervals and/or
breaks in execution, at 930, or upon completion of execu-
tion, at 930. In various embodiments, differentiation of
function calls (e.g. for assigning them a compression value)
can be based on, for example, the value of an argument or
arguments, the number of arguments, and/or the identity of
the function (e.g., based on a memory address). In various
embodiments, creation, at 910, execution, at 930, and/or
determination, at 933, can take place on the same digital
processing device or on different digital processing devices.
Compression model 920 can include various compression
models formed by executing various training data on various
digital processing devices.

A probabilistic anomaly detection (PAD) algorithm can
also be used to train a model for detecting anomalies. In
various embodiments such a model can be used in place of,
in addition to, or in combination with, for example, a
compression model (e.g., model 926). This model may be, in
essence, a density estimation, where the estimation of a
density function p(x) over normal data allows the definition
of' anomalies as data elements that occur with low probabil-
ity. The detection of low probability data (or events) are
represented as consistency checks over the normal data,
where a record is labeled anomalous if it fails any one of
these tests.

First and second order consistency checks can be applied.
First order consistency checks verify that a value is consis-
tent with observed values of that feature in the normal data
set. These first order checks compute the likelihood of an
observation of a given feature, P(Xi), where Xi are the
feature variables. Second order consistency checks deter-
mine the conditional probability of a feature value given
another feature value, denoted by P(XilXj), where Xi and X
are the feature variables.

One way to compute these probabilities is to estimate a
multinomial that computes the ratio of the counts of a given
element to the total counts. However, this results in a biased
estimator when there is a sparse data set. Another approach
is to use an estimator to determine these probability distri-
butions. For example, let N be the total number of obser-
vations, Ni be the number of observations of symbol i, a be
the “pseudo count” that is added to the count of each
observed symbol, k° be the number of observed symbols,

10

15

20

25

35

40

45

50

55

60

65

6

and L be the total number of possible symbols. Using these
definitions, the probability for an observed element i can be
given by:

Ni+a
Ka+N

®

P(X=i)=

and the probability for an unobserved element i can be:

P(X=i)= @

1
L_ko(l—C)

where C, the scaling factor, accounts for the likelihood of

observing a previously observed element versus an unob-
served element. C can be computed as:

-3

k=k0

3
Ko+ N =

koz+Nmk

-1
Z ]
=0

where

k' Tke)

—ps=h— Y
me =P8 = s Tha v )

and P(s=k) is a prior probability associated with the size of
the subset of elements in the alphabet that have non-zero
probability.

Because this computation of C can be time consuming, C
can also be calculated by:

N
TN+L-4O

c @)

The consistency check can be normalized to account for the
number of possible outcomes of L by log(PI(1IL))=log(P)+
log(L).

Another approach that may be used instead of using PAD
for model generation and anomaly detection is a one class
SVM (OCSVM) algorithm. The OCSVM algorithm can be
used to map input data into a high dimensional feature space
(via a kernel) and iteratively find the maximal margin
hyperplane which best separates the training data from the
origin. The OCSVM may be viewed as a regular two-class
SVM where all the training data lies in the first class, and the
origin is taken as the only member of the second class. Thus,
the hyperplane (or linear decision boundary) can correspond
to the classification rule:

J@=(mx)+b ®

where w is the normal vector and b is a bias term. The
OCSVM can be used to solve an optimization problem to
find the rule f with maximal geometric margin. This classi-
fication rule can be used to assign a label to a test example
x. I[f {(x)<0, x can be labeled as an anomaly, otherwise it can
be labeled as normal. In practice, there is a trade-off between
maximizing the distance of the hyperplane from the origin
and the number of training data points contained in the
region separated from the origin by the hyperplane.
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Solving the OCSVM optimization problem can be
equivalent to solving the dual quadratic programming prob-
lem:

1 6
mgnEZw;ij(x;,xj-) ©
7
subject to the constraints
0= o < i (7)
vl

and

®)

where ¢, is a lagrange multiplier (or “weight” on example i
such that vectors associated with non-zero weights are called
“support vectors” and solely determine the optimal hyper-
plane), v is a parameter that controls the trade-off between
maximizing the distance of the hyperplane from the origin
and the number of data points contained by the hyperplane,
1 is the number of points in the training dataset, and K(x;, x,)
is the kernel function. By using the kernel function to project
input vectors into a feature space, nonlinear decision bound-
aries can be allowed for. Given a feature map:

X—~RY ©

where ¢ maps training vectors from input space X to a
high-dimensional feature space, the kernel function can be
defined as:

K= 00,009 )

Feature vectors need not be computed explicitly, and
computational efficiency can be improved by directly com-
puting kernel values K(x,y). Three common kernels can be
used:

Linear kernel: K(x,y)=(x'y)

Polynomial Kernel: K(x,y)=(x-y+1)?, where d is the

degree of the polynomial

Gaussian kernel: K(x,y)=c""172%) where o? is the

variance

Kernels from binary feature vectors can be obtained by
mapping a record into a feature space such that there is one
dimension for every unique entry for each record value. A
particular record can have the value 1 in the dimensions
which correspond to each of its specific record entries, and
the value O for every other dimension in feature space.
Linear kernels, second order polynomial kernels, and gauss-
ian kernels can be calculated using these feature vectors for
each record. Kernels can also be calculated from frequency-
based feature vectors such that, for any given record, each
feature corresponds to the number of occurrences of the
corresponding record component in the training set. For
example, if the second component of a record occurs three
times in the training set, the second feature value for that
record is three. These frequency-based feature vectors can
be used to compute linear and polynomial kernels.

According to various embodiments, “mimicry attacks”
which might otherwise thwart OS system call level anomaly
detectors by using normal appearing sequences of system
calls can be detected. For example, mimicry attacks are less
likely to be detected when the system calls are only modeled
as tokens from an alphabet, without any information about
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arguments. Therefore, according to various embodiments,
the models used are enriched with information about the
arguments (data) such that it may be easier to detect mimicry
attacks.

According to various embodiments, models are shared
among many members of a community running the same
application (referred to as an “application community”). In
particular, some embodiments can share models with each
other and/or update each other’s models such that the
learning of anomaly detection models is relatively quick.
For example, instead of running a particular application for
days at a single site, according to various embodiments,
thousands of replicated applications can be run for a short
period of time (e.g., one hour), and the models created based
on the distributed data can be shared. While only a portion
of'each application instance may be monitored, for example,
the entire software body can be monitored across the entire
community. This can enable the rapid acquisition of statis-
tics, and relatively fast learning of an application profile by
sharing, for example, aggregate information (rather than the
actual raw data used to construct the model).

Model sharing can result in one standard model that an
attacker could potentially access and use to craft a mimicry
attack. Therefore, according to various embodiments,
unique and diversified models can be created. For example,
such unique and diversified models can be created by
randomly choosing particular features from the application
execution that is modeled, such that the various application
instances compute distinct models. In this manner, attacks
may need to avoid detection by multiple models, rather than
just a single model. Creating unique and diversified models
not only has the advantage of being more resistant to
mimicry attacks, but also may be more efficient. For
example, if only a portion of an application is modeled by
each member of an application community, monitoring will
generally be simpler (and cheaper) for each member of the
community. In the event that one or more members of an
application community are attacked, according to various
embodiments, the attack (or fault) will be detected, and
patches or a signature can be provided to those community
members who are blind to the crafted attack (or fault).

Random (distinct) model building and random probing
may be controlled by a software registration key provided by
a commercial off-the-shelf (COTS) software vendor or some
other data providing “randomization.” For example, for each
member of an application community, some particular ran-
domly chosen function or functions and its associated data
may be chosen for modeling, while others may simply be
ignored. Moreover, because vendors can generate distinct
keys and serial numbers when distributing their software,
this feature can be used to create a distinct random subset of
functions to be modeled. Also, according to various embodi-
ments, even community members who model the same
function or functions may exchange models.

According to various embodiments, when an application
execution is being analyzed over many copies distributed
among a number of application community members to
profile the entire code of an application, it can be determined
whether there are any segments of code that are either rarely
or never executed, and a map can be provided of the code
layout identifying “suspect code segments” for deeper
analysis and perhaps deeper monitoring. Those segments
identified as rarely or never executed may harbor vulner-
abilities not yet executed or exploited. Such segments of
code may have been designed to execute only for very
special purposes such as error handling, or perhaps even for
triggering malicious code embedded in the application.
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Since they are rarely or never executed, one may presume
that such code segments have had less regression testing,
and may have a higher likelihood of harboring faulty code.

Rarely or never executed code segments may be identified
and may be monitored more thoroughly through, for
example, emulation. This deep monitoring may have no
discernible overhead since the code in question is rarely or
never executed. But such monitoring performed in each
community member may prevent future disasters by pre-
venting such code (and its likely vulnerabilities) from being
executed in a malicious/faulty manner. Identifying such
code may be performed by a sensor that monitors loaded
modules into the running application (e.g., DLL loads) as
well as addresses (PC values) during code execution and
creates a “frequency” map of ranges of the application code.
For example, a set of such distributed sensors may commu-
nicate with each other (or through some site that correlates
their collective information) to create a central, global MAP
of the application execution profile. This profile may then be
used to identify suspect code segments, and then subse-
quently, this information may be useful to assign different
kinds of sensors/monitors to different code segments. For
example, an interrupt service routine (ISR) may be applied
to these suspect sections of code.

It is noted that a single application instance may have to
be run many times (e.g., thousands of times) in order to
compute an application profile or model. However, distrib-
uted sensors whose data is correlated among many (e.g., a
thousand) application community members can be used to
compute a substantially accurate code profile in a relatively
short amount of time. This time may be viewed as a “training
period” to create the code map.

According to various embodiments, models may be auto-
matically updated as time progresses. For example, although
a single site may learn a particular model over some period
of time, application behavior may change over time. In this
case, the previously learned model may no longer accurately
reflect the application characteristics, resulting in, for
example, the generation of an excessive amount of false
alarms (and thus an increase in the false positive rate over
time). A possible solution to this “concept drift” issue entails
at least two possible approaches, both intended to update
models over time. A first approach to solving (or at least
reducing the effects of) the “concept drift” issue involves the
use of “incremental learning algorithms,” which are algo-
rithms that piecemeal update their models with new data,
and that may also “expire” parts of the computed model
created by older data. This piecemeal incremental approach
is intended to result in continuous updating using relatively
small amounts of data seen by the learning system.

A second approach to solving (or at least reducing the
effect of) the “concept drift” issue involves combining
multiple models. For example, presuming that an older
model has been computed from older data during some
“training epoch,” a new model may be computed concur-
rently with a new epoch in which the old model is used to
detect anomalous behavior. Once a new model is computed,
the old model may be retired or expunged, and replaced by
the new model. Alternatively, for example, multiple models
such as described above may be combined. In this case,
according to various embodiments, rather than expunging
the old model, a newly created model can be algorithmically
combined with the older model using any of a variety of
suitable means. In the case of statistical models that are
based upon frequency counts of individual data points, for
example, an update may consist of an additive update of the
frequency count table. For example, PAD may model data
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by computing the number of occurrences of a particular data
item, “X.” Two independently learned PAD models can thus
have two different counts for the same value, and a new
frequency table can be readily computed by summing the
two counts, essentially merging two tables and updating
common values with the sum of their respective counts.

According to various embodiments, the concept of model
updating that is readily achieved in the case of computed
PAD models may be used in connection with model sharing.
For example, rather than computing two models by the same
device for a distinct application, two distinct models may be
computed by two distinct instances of an application by two
distinct devices, as described above. The sharing of models
may thus be implemented by the model update process
described herein. Hence, a device may continuously learn
and update its models either by computing its own new
model, or by downloading a model from another application
community member (e.g., using the same means involved in
the combining of models).

In the manners described above, an application commu-
nity may be configured to continuously refresh and update
all community members, thereby making mimicry attacks
far more difficult to achieve.

As mentioned above, it is possible to mitigate against
faults or attacks by using patch generation systems. In
accordance with various embodiments, when patches are
generated, validated, and deployed, the patches and/or the
set of all such patches may serve the following.

First, according to various embodiments, each patch may
be used as a “pattern” to be used in searching other code for
other unknown vulnerabilities. An error (or design flaw) in
programming that is made by a programmer and that creates
a vulnerability may show up elsewhere in code. Therefore,
once a vulnerability is detected, the system may use the
detected vulnerability (and patch) to learn about other (e.g.,
similar) vulnerabilities, which may be patched in advance of
those vulnerabilities being exploited. In this manner, over
time, a system may automatically reduce (or eliminate)
vulnerabilities.

Second, according to various embodiments, previously
generated patches may serve as exemplars for generating
new patches. For example, over time, a taxonomy of patches
may be assembled that are related along various syntactic
and semantic dimensions. In this case, the generation of new
patches may be aided by prior examples of patch generation.

Additionally, according to various embodiments, gener-
ated patches may themselves have direct economic value.
For example, once generated, patches may be “sold” back to
the vendors of the software that has been patched.

As mentioned above, in order to alleviate monitoring
costs, instead of running a particular application for days at
a single site, many (e.g., thousands) replicated versions of
the application may be run for a shorter period of time (e.g.,
an hour) to obtain the necessary models. In this case, only a
portion of each replicated version of the application may be
monitored, although the entire software body is monitored
using the community of monitored software applications.
Moreover, according to various embodiments, if a software
module has been detected as faulty, and a patch has been
generated to repair it, that portion of the software module, or
the entire software module, may no longer need to be
monitored. In this case, over time, patch generated systems
may have fewer audit/monitoring points, and may thus
improve in execution speed and performance. Therefore,
according to various embodiments, software systems may be
improved, where vulnerabilities are removed, and the need



US 9,450,979 B2

11

for monitoring is reduced (thereby reducing the costs and
overheads involved with detecting faults).

It is noted that, although described immediately above
with regard to an application community, the notion of
automatically identifying faults of an application, improving
the application over time by repairing the faults, and elimi-
nating monitoring costs as repairs are deployed may also be
applied to a single, standalone instance of an application
(without requiring placements as part of a set of monitored
application instances).

Selective transactional emulation (STEM) and error vir-
tualization can be beneficial for reacting to detected failures,
attacks, and or anomalous behavior in software. According
to various embodiments, STEM and error virtualization can
be used to provide enhanced detection of some types of
attacks, and enhanced reaction mechanisms to some types of
attacks/failures.

A learning technique can be applied over multiple execu-
tions of a piece of code (e.g., a function or collection of
functions) that may previously have been associated with a
failure, or that is being proactively monitored. By retaining
knowledge on program behavior across multiple executions,
certain invariants (or probable invariants) may be learned,
whose violation in future executions indicates an attack or
imminent software fault.

In the case of control hijacking attacks, certain control
data that resides in memory is overwritten through some
mechanism by an attacker. That control data is then used by
the program for an internal operation, allowing the attacker
to subvert the program. Various forms of buffer overflow
attacks (stack and heap smashing, jump into libc, etc.)
operate in this fashion. Such attacks can be detected when
the corrupted control data is about to be used by the program
(i.e., after the attack has succeeded). In various embodi-
ments, such control data (e.g., memory locations or registers
that hold such data) that is about to be overwritten with
“tainted” data, or data provided by the network (which is
potentially malicious) can be detected.

In accordance with various embodiments, how data modi-
fications propagate throughout program execution can be
monitored by maintaining a memory bit for every byte or
word in memory. This bit is set for a memory location when
a machine instruction uses as input data that was provided as
input to the program (e.g., was received over the network,
and is thus possibly malicious) and produces output that is
stored in this memory location. If a control instruction (such
as a JUMP or CALL) uses as an argument a value in a
memory location in which the bit is set (i.e., the memory
location is “tainted”), the program or the supervisory code
that monitors program behavior can recognize an anomaly
and raises an exception.

Detecting corruption before it happens, rather than later
(when the corrupted data is about to be used by a control
instruction), makes it possible to stop an operation and to
discard its results/output, without other collateral damage.
Furthermore, in addition to simply retaining knowledge of
what is control and what is non-control data, according to
various embodiments, knowledge of which instructions in
the monitored piece of code typically modify specific
memory locations can also be retained. Therefore, it is
possible to detect attacks that compromise data that are used
by the program computation itself, and not just for the
program control flow management.

According to various embodiments, the inputs to the
instruction(s) that can fail (or that can be exploited in an
attack) and the outputs (results) of such instructions can be
correlated with the inputs to the program at large. Inputs to
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an instruction are registers or locations in memory that
contain values that may have been derived (in full or
partially) by the input to the program. By computing a
probability distribution model on the program input, alter-
nate inputs may be chosen to give to the instruction or the
function (“input rewriting” or “input modification”) when an
imminent failure is detected, thereby allowing the program
to “sidestep” the failure. However, because doing so may
still cause the program to fail, according to various embodi-
ments, micro-speculation (e.g., as implemented by STEM)
can optionally be used to verify the effect of taking this
course of action. A recovery technique (with different input
values or error virtualization, for example) can then be used.
Alternatively, for example, the output of the instruction may
be caused to be a value/result that is typically seen when
executing the program (“output overloading”).

In both cases (input modification or output overloading),
the values to use may be selected based on several different
criteria, including but not limited to one or more of the
following: the similarity of the program input that caused
failure to other inputs that have not caused a failure; the most
frequently seen input or output value for that instruction,
based on contextual information (e.g., when particular
sequence of functions are in the program call stack); and
most frequently seen input or output value for that instruc-
tion across all executions of the instruction (in all contexts
seen). For example, if a particular DIVIDE instruction is
detected in a function that uses a denominator value of zero,
which would cause a process exception, and subsequently
program failure, the DIVIDE instruction can be executed
with a different denominator (e.g., based on how similar the
program input is to other program inputs seen in the past,
and the denominator values that these executions used).
Alternatively, the DIVIDE instruction may be treated as
though it had given a particular division result. The program
may then be allowed to continue executing, while its behav-
ior is being monitored. Should a failure subsequently occur
while still under monitoring, a different input or output value
for the instruction can be used, for example, or a different
repair technique can be used. According to various embodi-
ments, if none of the above strategies is successful, the user
or administrator may be notified, program execution may be
terminated, a rollback to a known good state (ignoring the
current program execution) may take place, and/or some
other corrective action may be taken.

According to various embodiments, the techniques used
to learn typical data can be implemented as designer choice.
For example, if it is assumed that the data modeled is 32-bit
words, a probability distribution of this range of values can
be estimated by sampling from multiple executions of the
program. Alternatively, various cluster-based analyses may
partition the space of typical data into clusters that represent
groups of similar/related data by some criteria. Vector Quan-
tization techniques representing common and similar data
based on some “similarity” measure or criteria may also be
compiled and used to guide modeling.

FIG. 1 is a schematic diagram of an illustrative system
100 suitable for implementation of various embodiments. As
illustrated in FIG. 1, system 100 may include one or more
workstations 102. Workstations 102 can be local to each
other or remote from each other, and can be connected by
one or more communications links 104 to a communications
network 106 that is linked via a communications link 108 to
a server 110.

In system 100, server 110 may be any suitable server for
executing the application, such as a processor, a computer,
a data processing device, or a combination of such devices.
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Communications network 106 may be any suitable computer
network including the Internet, an intranet, a wide-area
network (WAN), a local-area network (LAN), a wireless
network, a digital subscriber line (DSL) network, a frame
relay network, an asynchronous transfer mode (ATM) net-
work, a virtual private network (VPN), or any combination
of any of the same. Communications links 104 and 108 may
be any communications links suitable for communicating
data between workstations 102 and server 110, such as
network links, dial-up links, wireless links, hard-wired links,
etc. Workstations 102 may be personal computers, laptop
computers, mainframe computers, data displays, Internet
browsers, personal digital assistants (PDAs), two-way pag-
ers, wireless terminals, portable telephones, etc., or any
combination of the same. Workstations 102 and server 110
may be located at any suitable location. In one embodiment,
workstations 102 and server 110 may be located within an
organization. Alternatively, workstations 102 and server 110
may be distributed between multiple organizations.

The server and one of the workstations, which are
depicted in FIG. 1, are illustrated in more detail in FIG. 2.
Referring to FIG. 2, workstation 102 may include digital
processing device (such as a processor) 202, display 204,
input device 206, and memory 208, which may be intercon-
nected. In a preferred embodiment, memory 208 contains a
storage device for storing a workstation program for con-
trolling processor 202. Memory 208 may also contain an
application for detecting an anomalous sequence of function
calls and/or detecting and repairing applications from faults
according to various embodiments. In some embodiments,
the application may be resident in the memory of worksta-
tion 102 or server 110.

Processor 202 may use the workstation program to pres-
ent on display 204 the application and the data received
through communication link 104 and commands and values
transmitted by a user of workstation 102. It should also be
noted that data received through communication link 104 or
any other communications links may be received from any
suitable source, such as web services. Input device 206 may
be a computer keyboard, a cursor-controller, a dial, a switch-
bank, lever, or any other suitable input device as would be
used by a designer of input systems or process control
systems.

Server 110 may include processor 220, display 222, input
device 224, and memory 226, which may be interconnected.
In some embodiments, memory 226 contains a storage
device for storing data received through communication link
108 or through other links, and also receives commands and
values transmitted by one or more users. The storage device
can further contain a server program for controlling proces-
sor 220.

In accordance with some embodiments, a self-healing
system that allows an application to automatically recover
from software failures and attacks is provided. By selec-
tively emulating at least a portion or all of the application’s
code when the system detects that a fault has occurred, the
system surrounds the detected fault to validate the operands
to machine instructions, as appropriate for the type of fault.
The system emulates that portion of the application’s code
with a fix and updates the application. This increases service
availability in the presence of general software bugs, soft-
ware failures, attacks.

Turning to FIGS. 3 and 4, simplified flowcharts illustrat-
ing various steps performed in detecting faults in an appli-
cation and fixing the application in accordance with some
embodiments are provided. These are generalized flow
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charts. It will be understood that the steps shown in FIGS.
3 and 4 may be performed in any suitable order, some may
be deleted, and others added.

Generally, process 300 begins by detecting various types
of failures in one or more applications at 310 (in some
embodiments, this detection can occur, for example, at 930
and/or 933 of FIG. 9). In some embodiments, detecting for
failures may include monitoring the one or more applica-
tions for failures, e.g., by using an anomaly detector as
described herein. In some embodiments, the monitoring or
detecting of failures may be performed using one or more
sensors at 310. Failures include programming errors, excep-
tions, software faults (e.g., illegal memory accesses, division
by zero, buffer overflow attacks, time-of-check-to-time-of-
use (TOCTTOU) violations, etc.), threats (e.g., computer
viruses, worms, trojans, hackers, key recovery attacks, mali-
cious executables, probes, etc.), and any other suitable fault
that may cause abnormal application termination or
adversely affect the one or more applications.

Any suitable sensors may be used to detect failures or
monitor the one or more applications. For example, in some
embodiments, anomaly detectors as described herein can be
used.

At 320, feedback from the sensors may be used to predict
which parts of a given application’s code may be vulnerable
to a particular class of attack (e.g., remotely exploitable
buffer overflows). In some embodiments, the sensors may
also detect that a fault has occurred. Upon predicting that a
fault may occur or detecting that a fault has occurred, the
portion of the application’s code having the faulty instruc-
tion or vulnerable function can be isolated, thereby localiz-
ing predicted faults at 330.

Alternatively, as shown and discussed in FIG. 4, the one
or more sensor may monitor the application until it is caused
to abnormally terminate. The system may detect that a fault
has occurred, thereby causing the actual application to
terminate. As shown in FIG. 4, at 410, the system forces a
misbehaving application to abort. In response to the appli-
cation terminating, the system generates a core dump file or
produces other failure-related information, at 420. The core
dump file may include, for example, the type of failure and
the stack trace when that failure occurred. Based at least in
part on the core dump file, the system isolates the portion of
the application’s code that contains the faulty instruction at
430. Using the core dump file, the system may apply
selective emulation to the isolated portion or slice of the
application. For example, the system may start with the
top-most function in the stack trace.

Referring back to FIG. 3, in some embodiments, the
system may generate an instrumented version of the appli-
cation (340). For example, an instrumented version of the
application may be a copy of a portion of the application’s
code or all of the application’s code. The system may
observe instrumented portions of the application. These
portions of the application may be selected based on vul-
nerability to a particular class of attack. The instrumented
application may be executed on the server that is currently
running the one or more applications, a separate server, a
workstation, or any other suitable device.

Isolating a portion of the application’s code and using the
emulator on the portion allows the system to reduce and/or
minimize the performance impact on the immunized appli-
cation. However, while this embodiment isolates a portion or
a slice of the application’s code, the entire application may
also be emulated. The emulator may be implemented com-
pletely in software, or may take advantage of hardware
features of the system processor or architecture, or other
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facilities offered by the operating system to otherwise reduce
and/or minimize the performance impact of monitoring and
emulation, and to improve accuracy and effectiveness in
handling failures.

An attempt to exploit such a vulnerability exposes the
attack or input vector and other related information (e.g.,
attacked buffer, vulnerable function, stack trace, etc.). The
attack or input vector and other related information can then
be used to construct a vaccine. A vaccine can be of various
forms, such as, for example, but not limited to, an emulator-
based vaccine, source-code changes, binary rewriting, a fix
that implements array bounds checking at the machine-
instruction level at 350, and/or other fixes based on, for
example, the detected type of failure. The vaccine can then
be tested in the instrumented application using, for example,
an instruction-level emulator (e.g., libtasvm x86 emulator,
STEM x86 emulator, etc.) to determine whether the fault
was fixed and whether any other functionality (e.g., critical
functionality) has been impacted by the fix.

By continuously testing various vaccines using the
instruction-level emulator, the system can verify whether the
specific fault has been repaired by running the instrumented
application against the event sequence (e.g., input vectors)
that caused the specific fault. For example, to verify the
effectiveness of a fix, the application may be restarted in a
test environment or a sandbox with the instrumentation
enabled, and is supplied with the one or more input vectors
that caused the failure. A sandbox generally creates an
environment in which there are strict limitations on which
system resources the instrumented application or a function
of the application may request or access.

At 360, the instruction-level emulator can be selectively
invoked for segments of the application’s code, thereby
allowing the system to mix emulated and non-emulated code
within the same code execution. The emulator may be used
to, for example, detect and/or monitor for a specific type of
failure prior to executing the instruction, record memory
modifications during the execution of the instruction (e.g.,
global variables, library-internal state, libc standard /O
structures, etc.) and the original values, revert the memory
stack to its original state, and simulate an error return from
a function of the application. That is, upon entering the
vulnerable section of the application’s code, the instruction-
level emulator can capture and store the program state and
processes all instructions, including function calls, inside the
area designated for emulation. When the program counter
references the first instruction outside the bounds of emu-
lation, the virtual processor copies its internal state back to
the device processor registers. While registers are updated,
memory updates are also applied through the execution of
the emulation. The program, unaware of the instructions
executed by the virtual processor, continues normal execu-
tion on the actual processor.

In some embodiments, the instruction-level emulator may
be linked with the application in advance. Alternatively, in
response to a detected failure, the instruction-level emulator
may be compiled in the code. In another suitable embodi-
ment, the instruction-level emulator may be invoked in a
manner similar to a modern debugger when a particular
program instruction is executed. This can take advantage of
breakpoint registers and/or other program debugging facili-
ties that the system processor and architecture possess, or it
can be a pure-software approach.

The use of an emulator allows the system to detect and/or
monitor a wide array of software failures, such as illegal
memory dereferences, buffer overtlows, and buffer under-
flows, and more generic faults, such as divisions by zero.
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The emulator checks the operands of the instructions it is
about to emulate using, at least partially, the vector and
related information provided by the one or more sensors that
detected the fault. For example, in the case of a division by
zero, the emulator checks the value of the operand to the div
instruction. In another example, in the case of illegal
memory dereferencing, the emulator verifies whether the
source and destination address of any memory access (or the
program counter for instruction fetches) points to a page that
is mapped to the process address space using the
mincore( ) system call, or the appropriate facilities provided
by the operating system. In yet another example, in the case
of buffer overflow detection, the memory surrounding the
vulnerable buffer, as identified by the one or more sensors,
is padded by one byte. The emulator then watches for
memory writes to these memory locations. This may require
source code availability so as to insert particular variables
(e.g., canary variables that launch themselves periodically
and perform some typical user transaction to enable trans-
action-latency evaluation around the clock). The emulator
can thus prevent the overflow before it overwrites the
remaining locations in the memory stack and recovers the
execution. Other approaches for detecting these failures may
be incorporated in the system in a modular way, without
impacting the high-level operation and characteristics of the
system.

For example, the instruction-level emulator may be
implemented as a statically-linked C library that defines
special tags (e.g., a combination of macros and function
calls) that mark the beginning and the end of selective
emulation. An example of the tags that are placed around a
segment of the application’s code for emulation by the
instruction-level emulator is shown in FIG. 5. As shown in
FIG. 5, the C macro emulate_init( ) moves the program state
(general, segment, eflags, and FPU registers) into an emu-
lator-accessible global data structure to capture state imme-
diately before the emulator takes control. The data structure
can be used to initialize the virtual registers. emulate_
begin( ) obtains the memory location of the first instruction
following the call to itself. The instruction address may be
the same as the return address and can be found in the
activation record of emulate_begin( ) four bytes above its
base stack pointer. The fetch/decode/execute/retire cycle of
instructions can continue until either emulate_end( ) is
reached or when the emulator detects that control is return-
ing to the parent function. If the emulator does not encounter
an error during its execution, the emulator’s instruction
pointer references the emulate_term( ) macro at completion.
To enable the instrumented application to continue execu-
tion at this address, the return address of the emulate_
begin( ) activation record can be replaced with the current
value of the instruction pointer. By executing emulate_
term( ) the emulator’s environment can be copied to the
program registers and execution continues under normal
conditions.

Although the emulator can be linked with the vulnerable
application when the source code of the vulnerable appli-
cation is available, in some embodiments the processor’s
programmable breakpoint register can be used to invoke the
emulator without the running process even being able to
detect that it is now running under an emulator.

In addition to monitoring for failures prior to executing
instructions and reverting memory changes made by a
particular function when a failure occurs (e.g., by having the
emulator store memory modifications made during its
execution), the emulator can also simulate an error return
from the function. For example, some embodiments may
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generate a map between a set of errors that may occur during
an application’s execution and a limited set of errors that are
explicitly handled by the application’s code (sometimes
referred to herein as “error virtualization”). As described
below, the error virtualization features may be based on
heuristics. However, any suitable approach for determining
the return values for a function may be used. For example,
aggressive source code analysis techniques to determine the
return values that are appropriate for a function may be used.
In another example, portions of code of specific functions
can be marked as fail-safe and a specific value may be
returned when an error return is forced (e.g., for code that
checks user permissions). In yet another example, the error
value returned for a function that has failed can be deter-
mined using information provided by a programmer, system
administrator, or any other suitable user.

These error virtualization features allow an application to
continue execution even though a boundary condition that
was not originally predicted by a programmer allowed a
fault to occur. In particular, error virtualization features
allows for the application’s code to be retrofitted with an
exception catching mechanism, for faults that were unan-
ticipated by the programmer. It should be noted that error
virtualization is different from traditional exception han-
dling as implemented by some programming languages,
where the programmer must deliberately create exceptions
in the program code and also add code to handle these
exceptions. Under error virtualization, failures and excep-
tions that were unanticipated by, for example, the program-
mer can be caught, and existing application code can be used
to handle them. In some embodiments, error virtualization
can be implemented through the instruction-level emulator.
Alternatively, error virtualization may be implemented
through additional source code that is inserted in the appli-
cation’s source code directly. This insertion of such addi-
tional source code can be performed automatically, follow-
ing the detection of a failure or following the prediction of
a failure as described above, or it may be done under the
direction of a programmer, system operator, or other suitable
user having access to the application’s source code.

Using error virtualization, when an exception occurs
during the emulation or if the system detects that a fault has
occurred, the system may return the program state to its
original settings and force an error return from the currently
executing function. To determine the appropriate error
value, the system analyzes the declared type of function. In
some embodiments, the system may analyze the declared
type of function using, for example, a TXL script. Generally,
TXL is a hybrid function and rule-based language that may
be used for performing source-to-source transformation and
for rapidly prototyping new languages and language pro-
cessors. Based on the declared type of function, the system
determines the appropriate error value and places it in the
stack frame of the returning function. The appropriate error
value may be determined based at least in part on heuristics.
For example, if the return type is an int, a value of -1 is
returned. If the return type is an unsigned int, the system
returns a 0. If the function returns a pointer, the system
determines whether the returned pointer is further derefer-
enced by the parent function. If the returned pointed is
further dereferenced, the system expands the scope of the
emulation to include the parent function. In another
example, the return error code may be determined using
information embedded in the source code of the application,
or through additional information provided to the system by
the application programmer, system administrator or third
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In some embodiments, the emulate_end( ) is located and
the emulation terminates. Because the emulator saved the
state of the application before starting and kept track of
memory modification during the application’s execution, the
system is capable of reversing any memory changes made
by the code function inside which the fault occurred by
returning it to its original setting, thereby nullifying the
effect of the instructions processed through emulation. That
is, the emulated portion of the code is sliced off and the
execution of the code along with its side effects in terms of
changes to memory have been rolled back.

For example, the emulator may not be able to perform
system calls directly without kernel-level permissions.
Therefore, when the emulator decodes an interruption with
an intermediate value of 0x80, the emulator releases control
to the kernel. However, before the kernel executes the
system call, the emulator can back-up the real registers and
replace them with its own values. An INT 0x80 can be issued
by the emulator and the kernel processes the system call.
Once control returns to the emulator, the emulator can
update its registers and restore the original values in the
application’s registers.

If the instrumented application does not crash after the
forced return, the system has successfully found a vaccine
for the specific fault, which may be used on the actual
application running on the server. At 370, the system can
then update the application based at least in part on the
emulation.

In accordance with some embodiments, artificial diversity
features may be provided to mitigate the security risks of
software monoculture.

FIG. 6 is a simplified flowchart illustrating the various
steps performed in using an application community to
monitor an application for faults and repair the application
in accordance with some embodiments. This is a generalized
flow chart. It will be understood that the steps shown in FIG.
6 may be performed in any suitable order, some may be
deleted, and others added.

Generally, the system may divide an application’s code
into portions of code at 610. Each portion or slice of the
application’s code may, for example, be assigned to one of
the members of the application community (e.g., worksta-
tion, server, etc.). Each member of the application commu-
nity may monitor the portion of the code for various types
of failures at 620. As described previously, failures include
programming errors, exceptions, software faults (e.g., illegal
memory accesses, division by zero, buffer overflow attacks,
TOCTTOU violations, etc.), threats (e.g., computer viruses,
worms, trojans, hackers, key recovery attacks, malicious
executables, probes, etc.), and any other suitable fault that
may cause abnormal application termination or adversely
affect the one or more applications.

For example, the system may divide the portions of code
based on the size of the application and the number of
members in the application community (i.e., size of the
application/members in the application community). Alter-
natively, the system may divide the portions of code based
on the amount of available memory in each of the members
of the application community. Any suitable approach for
determining how to divide up the application’s code may
also be used. Some suitable approaches are described here-
inafter.

For example, the system may examine the total work in
the application community, W, by examining the cost of
executing discrete slices of the application’s code. Assuming
a set of functions, F, that comprise an application’s call-
graph, the i” member of F is denoted as f,. The cost of
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executing each f; is a function of the amount of computation
presentin f, (i.e., x,) and the amount of risk in f, (i.e., v,). The
calculation of x, can be driven by at least two metrics: o, the
number of machine instructions executed as part of f; and t,
the amount of time spent executing f, Both o, and t, may vary
as a function of time or application workload according to
the application’s internal logic. For example, an application
may perform logging or cleanup duties after the application
passes a threshold number of requests.

In some embodiments, a cost function may be provided in
two phases. The first phase calculates the cost due to the
amount of computation for each f. The second phase
normalizes this cost and applies the risk factor v, to deter-
mine the final cost of each f, and the total amount of work
in the system. For example, let

=2, "x;

If C(f,, x,)=x/T*100, each cost may be normalized by
grouping a subset of F to represent one unit of work.

In some embodiments, the system may account for the
measure of a function’s vulnerability. For example, the
system treats V, as a discrete variable with a value of a,
where o takes on a range of values according to the amount
of risk such that:

;=

{oz (if fi is vulnerable)

1 (@f fi is not vulnerable)

Given v, for each function, the system may determine the
total amount of work in the system and the total number of
members needed for monitoring:

n

W = Nyuwn = Zvi*ri
il

After the system (e.g., a controller) or after each application
community member has calculated the amount of work in
the system, work units can be distributed. In one example,
a central controller or one of the workstations may assign
each node approximately W/N work units. In another suit-
able example, each member of the application community
may determine its own work set. Each member may iterate
through the list of work units flipping a coin that is weighted
with the value v,*r,. Therefore, if the result of the flip is
“true,” then the member adds that work unit to its work set.

Alternatively, the system may generate a list having n*W
slots. Each function can be represented by a number of
entries on the list (e.g., v,*r;). Every member of the appli-
cation community can iterate through the list, for example,
by randomly selecting true or false. If true, the application
community member monitors the function of the application
for a given time slice. Because heavily weighted functions
have more entries in the list, a greater number of users may
be assigned to cover the application. The member may stop
when its total work reaches W/N. Such an approach offers
statistical coverage of the application.

In some embodiments, a distributed bidding approach
may be used to distribute the workload of monitoring and
repairing an application. Each node in the callgraph G has a
weight v,*r,. Some subset of the nodes in F is assigned to
each application community member such that each member
does no more work than W/N work. The threshold can be
relaxed to be within some range € of W/N, where € is a
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measure of system fairness. Upon calculating the globally
fair amount of work W/N, each application community
member may adjust its workload by bargaining with other
members using a distributed bidding approach.

Two considerations impact the assignment of work units
to application community members. First, the system can
allocate work units with higher weights, as these work units
likely have a heavier weight due to a high v,. Even if the
weight is derived solely from the performance cost, assign-
ing more members to the work units with higher weights is
beneficial because these members can round-robin the moni-
toring task so that any one member does not have to assume
the full cost. Second, in some situations, v,*r, may be greater
than the average amount of work, W/N. Achieving fairness
means that v,*r, defines the quantity of application commu-
nity members that is assigned to it and the sum of these
quantities defines the minimum number of members in the
application community.

In some embodiments, each application community mem-
ber calculates a table. An example of such a table is shown
in FIG. 7. Upon generating the table, application community
members may place bids to adjust each of their respective
workloads. For example, the system may use tokens for
bidding. Tokens may map directly to the number of time
quanta that an application community member is responsible
for monitoring a work unit or a function of an application.
The system ensures that each node does not accumulate
more than the total number of tokens allowed by the choice
of e.

If an application community member monitors more than
its share, then the system has increased coverage and can
ensure that faults are detected as quickly as possible. As
shown in 630 and 640, each application community member
may predict that a fault may occur in the assigned portion of
code or may detect that a fault has occurred causing the
application to abort, where the assigned portion of the code
was the source of the fault. As faults are detected, applica-
tions members may each proactively monitor assigned por-
tions of code containing the fault to prevent the application
from further failures. As discussed previously, the applica-
tion community member may isolate the portion of the code
that caused the fault and use the emulator to test vaccines or
fixes. At 650, the application community member that
detects or predicts the fault may notify the other application
community members. Other application members that have
succumbed to the fault may be restarted with the protection
mechanisms or fixes generated by the application member
that detected the fault.

Assuming a uniform random distribution of new faults
across the application community members, the probability
of a fault happening at a member, k, is: P (fault)=1/N. Thus,
the probability of k detecting a new fault is the probability
that the fault happens at k and that k detects the fault: P (fault
at k A detection)=1/N*k,, where k; is the percentage of
coverage at k. The probability of the application community
detecting the fault is:

1
— %
N

1=

P(AC detect) = k;

i

As each k; goes to 100%, the above-equation becomes

M-
=1~
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or N/N, a probability of 1 that the fault is detected when it
first occurs. It will also be understood that various embodi-
ments may be presented in terms of program procedures
executed on a computer or network of computers.

A procedure is here, and generally, conceived to be a
self-consistent sequence of steps leading to a desired result.
These steps are those requiring physical manipulations of
physical quantities. Usually, though not necessarily, these
quantities take the form of electrical or magnetic signals
capable of being stored, transferred, combined, compared
and otherwise manipulated. It proves convenient at times,
principally for reasons of common usage, to refer to these
signals as bits, values, elements, symbols, characters, terms,
numbers, or the like. However, all of these and similar terms
are to be associated with the appropriate physical quantities
and are merely convenient labels applied to these quantities.

Further, the manipulations performed are often referred to
in terms, such as adding or comparing, which are commonly
associated with mental operations performed by a human
operator. No such capability of a human operator is neces-
sary, or desirable in many cases, in any of the operations
described herein in connection with various embodiments;
the operations are machine operations. Useful machines for
performing the operation of various embodiments include
general purpose digital computers or similar devices.

Some embodiments also provide apparatuses for perform-
ing these operations. These apparatuses may be specially
constructed for the required purpose or it may comprise a
general purpose computer as selectively activated or recon-
figured by a computer program stored in the computer. The
procedures presented herein are not inherently related to a
particular computer or other apparatus. Various general
purpose machines may be used with programs written in
accordance with the teachings herein, or it may prove more
convenient to construct more specialized apparatus to per-
form the described method. The required structure for a
variety of these machines will appear from the description
given.

Some embodiments may include a general purpose com-
puter, or a specially programmed special purpose computer.
The user may interact with the system via e.g., a personal
computer or over PDA, e.g., the Internet an Intranet, etc.
Either of these may be implemented as a distributed com-
puter system rather than a single computer. Similarly, the
communications link may be a dedicated link, a modem over
a POTS line, the Internet and/or any other method of
communicating between computers and/or users. Moreover,
the processing could be controlled by a software program on
one or more computer systems or processors, or could even
be partially or wholly implemented in hardware.

Although a single computer may be used, systems accord-
ing to one or more embodiments are optionally suitably
equipped with a multitude or combination of processors or
storage devices. For example, the computer may be replaced
by, or combined with, any suitable processing system opera-
tive in accordance with the concepts of various embodi-
ments, including sophisticated calculators, hand held, lap-
top/notebook, mini, mainframe and super computers, as well
as processing system network combinations of the same.
Further, portions of the system may be provided in any
appropriate electronic format, including, for example, pro-
vided over a communication line as electronic signals,
provided on CD and/or DVD, provided on optical disk
memory, etc.

Any presently available or future developed computer
software language and/or hardware components can be
employed in such embodiments. For example, at least some
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of the functionality mentioned above could be implemented
using Visual Basic, C, C++ or any assembly language
appropriate in view of the processor being used. It could also
be written in an object oriented and/or interpretive environ-
ment such as Java and transported to multiple destinations to
various users.

Other embodiments, extensions, and modifications of the
ideas presented above are comprehended and within the
reach of one skilled in the field upon reviewing the present
disclosure. Accordingly, the scope of the present invention
in its various aspects is not to be limited by the examples and
embodiments presented above. The individual aspects of the
present invention, and the entirety of the invention are to be
regarded so as to allow for modifications and future devel-
opments within the scope of the present disclosure. For
example, the set of features, or a subset of the features,
described above may be used in any suitable combination.
The present invention is limited only by the claims that
follow.

What is claimed is:
1. A method of computing a model of program execution
behavior, comprising:
assigning, using a hardware processor, a first sequence of
function calls to a first computing device of an appli-
cation community and a second sequence of function
calls to a second computing device of the application
community, wherein the application community
includes a plurality of computing devices running a
program that executes the first sequence of function
calls and the second sequence of function calls;

receiving a first model of the first sequence of function
calls from the first computing device and a second
model of the second sequence of function calls from the
second computing device;

generating a combined model that combines at least a

portion of the first model and at least a portion of the
second model; and

notifying at least one of the plurality of computing

devices in the application community of an anomalous
function call that was detected using the combined
model.

2. The method of claim 1, wherein at least one of the first
model and the second model is generated using probabilistic
modeling that generates a density estimation of sequences of
function calls.

3. The method of claim 2, further comprising:

applying first and second order consistency checks,

wherein the first order consistency check comprises
computing a first probability of an observation of a first
given feature value and the second order consistency
check comprises computing a second probability of the
first given feature value given another feature value;
and

identifying the first given feature value as anomalous if at

least one of the first probability and the second prob-
ability are less than a predetermined threshold prob-
ability.

4. The method of claim 1, wherein at least one of the first
model and the second model is generated using a one-class
support vector machine.

5. The method of claim 1, further comprising:

determining whether a function call from at least one of

the first sequence of function calls and the second
sequence of function calls has been executed less than
a threshold number of times; and
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in response to the determination, identifying the function
call as having a greater likelihood of including an
anomaly.

6. The method of claim 1, further comprising transmitting
the second model from the second computing device to the
first computing device.

7. The method of claim 1, further comprising transmitting
the first model from the first computing device to the second
computing device.

8. The method of claim 1, further comprising:

modifying a first portion of the combined model with

newly obtained data; and

removing a second portion of the combined model,

wherein the second part of the combined model was
generated with older data.

9. The method of claim 1, wherein the first computing
device of the application community monitors a first portion
of the program and the second computing device of the
application community monitors a second portion of the
program, wherein the first portion of the program and the
second portion of the program are different portions of the
program.

10. The method of claim 1, wherein the plurality of
computing devices in the application community run the
program or a portion thereof, or run an application that
allows the plurality of computing devices to share informa-
tion that is used to build the combined model for the
program.

11. The method of claim 1, wherein the combined model
is generated in whole or in part from executing the first
sequence of function calls and the second sequence of
function calls, wherein the detection of the anomalous
function call using the combined model indicates behavior
that deviates from normal and may correspond to an attack,
wherein the detection is based on a statistical analysis, and
wherein the combined model incorporates information about
known or suspected attacks against at least a part of the
program.

12. A system for computing a model of program execution
behavior, comprising:

a hardware processor that is programmed to:

assign a first sequence of function calls to a first
computing device of an application community and
a second sequence of function calls to a second
computing device of the application community,
wherein the application community includes a plu-
rality of computing devices running a program that
executes the first sequence of function calls and the
second sequence of function calls;

receive a first model of the first sequence of function
calls from the first computing device and a second
model of the second sequence of function calls from
the second computing device;

generate a combined model that combines at least a
portion of the first model and at least a portion of the
second model; and

notify at least one of the plurality of computing devices
in the application community of an anomalous func-
tion call that was detected using the combined
model.

13. The system of claim 12, wherein at least one of the
first model and the second model is generated using proba-
bilistic modeling that generates a density estimation of
sequences of function calls.

14. The system of claim 13, wherein the hardware pro-
cessor is further programmed to:
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apply first and second order consistency checks, wherein
the first order consistency check comprises computing
a first probability of an observation of a first given
feature value and the second order consistency check
comprises computing a second probability of the first
given feature value given another feature value; and

identify the first given feature value as anomalous if at
least one of the first probability and the second prob-
ability are less than a predetermined threshold prob-
ability.

15. The system of claim 12, wherein at least one of the
first model and the second model is generated using a
one-class support vector machine.

16. The system of claim 12, wherein the hardware pro-
cessor is further programmed to:

determine whether a function call from at least one of the

first sequence of function calls and the second sequence
of function calls has been executed less than a threshold
number of times; and

in response to the determination, identify the function call

as having a greater likelihood of including an anomaly.

17. The system of claim 12, wherein the hardware pro-
cessor is further programmed to transmit the second model
from the second computing device to the first computing
device.

18. The system of claim 12, wherein the hardware pro-
cessor is further programmed to transmit the first model
from the first computing device to the second computing
device.

19. The system of claim 12, wherein the hardware pro-
cessor is further programmed to:

modify a first portion of the combined model with newly

obtained data; and

remove a second portion of the combined model, wherein

the second part of the combined model was generated
with older data.

20. The system of claim 12, wherein the first computing
device of the application community monitors a first portion
of the program and the second computing device of the
application community monitors a second portion of the
program, wherein the first portion of the program and the
second portion of the program are different portions of the
program.

21. The system of claim 12, wherein the plurality of
computing devices in the application community run the
program or a portion thereof, or run an application that
allows the plurality of computing devices to share informa-
tion that is used to build the combined model for the
program.

22. The system of claim 12, wherein the combined model
is generated in whole or in part from executing the first
sequence of function calls and the second sequence of
function calls, wherein the detection of the anomalous
function call using the combined model indicates behavior
that deviates from normal and may correspond to an attack,
wherein the detection is based on a statistical analysis, and
wherein the combined model incorporates information about
known or suspected attacks against at least a part of the
program.

23. A non-transitory computer-readable medium contain-
ing computer executable instructions that, when executed by
a processor, cause the processor to perform a method of
computing a model of program execution behavior, the
method comprising:

assigning a first sequence of function calls to a first

computing device of an application community and a
second sequence of function calls to a second comput-
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ing device of the application community, wherein the
application community includes a plurality of comput-
ing devices running a program that executes the first
sequence of function calls and the second sequence of
function calls;

receiving a first model of the first sequence of function

calls from the first computing device and a second
model of the second sequence of function calls from the
second computing device;

generating a combined model that combines at least a

portion of the first model and at least a portion of the
second model; and

notifying at least one of the plurality of computing

devices in the application community of an anomalous
function call that was detected using the combined
model.

24. The non-transitory computer-readable medium of
claim 23, wherein at least one of the first model and the
second model is generated using probabilistic modeling that
generates a density estimation of sequences of function
calls.

25. The non-transitory computer-readable medium of
claim 24, wherein the method further comprises:

applying first and second order consistency checks,

wherein the first order consistency check comprises
computing a first probability of an observation of a first
given feature value and the second order consistency
check comprises computing a second probability of the
first given feature value given another feature value;
and

identifying the first given feature value as anomalous if at

least one of the first probability and the second prob-
ability are less than a predetermined threshold prob-
ability.

26. The non-transitory computer-readable medium of
claim 23, wherein at least one of the first model and the
second model is generated using a one-class support vector
machine.

27. The non-transitory computer-readable medium of
claim 23, wherein the method further comprises:

determining whether a function call from at least one of

the first sequence of function calls and the second
sequence of function calls has been executed less than
a threshold number of times; and
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in response to the determination, identifying the function
call as having a greater likelihood of including an
anomaly.

28. The non-transitory computer-readable medium of
claim 23, wherein the method further comprises transmitting
the second model from the second computing device to the
first computing device.

29. The non-transitory computer-readable medium of
claim 23, wherein the method further comprises transmitting
the first model from the first computing device to the second
computing device.

30. The non-transitory computer-readable medium of
claim 23, wherein the method further comprises:

modifying a first portion of the combined model with

newly obtained data; and

removing a second portion of the combined model,

wherein the second part of the combined model was
generated with older data.

31. The non-transitory computer-readable medium of
claim 23, wherein the first computing device of the appli-
cation community monitors a first portion of the program
and the second computing device of the application com-
munity monitors a second portion of the program, wherein
the first portion of the program and the second portion of the
program are different portions of the program.

32. The non-transitory computer-readable medium of
claim 23, wherein the plurality of computing devices in the
application community run the program or a portion thereof,
or run an application that allows the plurality of computing
devices to share information that is used to build the
combined model for the program.

33. The non-transitory computer-readable medium of
claim 23, wherein the combined model is generated in whole
or in part from executing the first sequence of function calls
and the second sequence of function calls, wherein the
detection of the anomalous function call using the combined
model indicates behavior that deviates from normal and may
correspond to an attack, wherein the detection is based on a
statistical analysis, and wherein the combined model incor-
porates information about known or suspected attacks
against at least a part of the program.
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